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Conclusion and Future Work

Experimental Evaluation

Experiment setup:
* Eight VM hosts, each with SSD based cache; One shared iSCSI-based network storage server
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